NARESH M\_AIDS\_DAY-5\_PRACTICE

**1.Transition Point**

Given a sorted array, arr[] containing only 0s and 1s, find the transition point, i.e., the first index where 1 was observed, and before that, only 0 was observed.  If arr does not have any 1, return -1. If array does not have any 0, return 0.

Examples:

Input: arr[] = [0, 0, 0, 1, 1]

Output: 3

Explanation: index 3 is the transition point where 1 begins.

Input: arr[] = [0, 0, 0, 0]

Output: -1

Explanation: Since, there is no "1", the answer is -1.

Input: arr[] = [1, 1, 1]

Output: 0

Explanation: There are no 0s in the array, so the transition point is 0, indicating that the first index (which contains 1) is also the first position of the array.

**Program:**

import java.util.Scanner;

class transitionPoint {

    int transitionPoint(int arr[]) {

        int point = -1;

        for (int i = 0; i < arr.length; i++) {

            if (arr[i] == 1) {

                point = i;

                break;

            }

        }

        return point;

    }

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        System.out.print("Enter the size of the array: ");

        int n = scanner.nextInt();

        int[] arr = new int[n];

        System.out.println("Enter the elements of the array : ");

        for (int i = 0; i < n; i++) {

            arr[i] = scanner.nextInt();

        }

        transitionPoint solution = new transitionPoint();

        int result = solution.transitionPoint(arr);

        System.out.println("Transition Point: " + result);

        scanner.close();

    }

}
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**Time Complexity: O(n)**

**2.First Repeating Element**

Given an array **arr[],** find the first repeating element. The element should occur more than once and the index of its first occurrence should be the smallest.

**Note:-**The position you return should be according to 1-based indexing.

**Examples:**

**Input:** arr[] = [1, 5, 3, 4, 3, 5, 6]

**Output:** 2

**Explanation:** 5 appears twice and its first appearance is at index 2 which is less than 3 whose first the occurring index is 3.

**Input:** arr[] = [1, 2, 3, 4]

**Output:** -1

**Explanation:** All elements appear only once so answer is -1.

**Program:**

import java.util.HashMap;

import java.util.Scanner;

class firstRepeatingElement {

    // Function to return the position of the first repeating element.

    public static int firstRepeated(int[] arr) {

        HashMap<Integer, Integer> map = new HashMap<>();

        int min\_index = Integer.MAX\_VALUE;

        for (int i = 0; i < arr.length; i++) {

            if (map.containsKey(arr[i])) {

                min\_index = Math.min(min\_index, map.get(arr[i]));

            } else {

                map.put(arr[i], i + 1); // Storing 1-based index

            }

        }

        return min\_index == Integer.MAX\_VALUE ? -1 : min\_index;

    }

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        System.out.print("Enter the size of the array: ");

        int n = scanner.nextInt();

        int[] arr = new int[n];

        System.out.println("Enter the elements of the array: ");

        for (int i = 0; i < n; i++) {

            arr[i] = scanner.nextInt();

        }

        int result = firstRepeated(arr);

        System.out.println("Position of the first repeating element: " + result);

        scanner.close();

    }

}
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**Time Complexity: O(n)**

**3.Stock Buy and sell**

The cost of stock on each day is given in an array **A**[] of size **N**. Find all the segments of days on which you buy and sell the stock such that the sum of difference between sell and buy prices is maximized. Each segment consists of indexes of two elements, first is index of day on which you buy stock and second is index of day on which you sell stock.  
**Note:** Since there can be multiple solutions, the driver code will print 1 if your answer is correct, otherwise, it will return 0. In case there's no profit the driver code will print the string "**No Profit**" for a correct solution.  
  
**Example 1:**

**Input:**

N = 7

A[] = {100,180,260,310,40,535,695}

**Output:**

1

**Explanation:**

One possible solution is (0 3) (4 6)

We can buy stock on day 0,

and sell it on 3rd day, which will

give us maximum profit. Now, we buy

stock on day 4 and sell it on day 6.

**Program:**

import java.util.ArrayList;

import java.util.Scanner;

class stockBuyAndSell {

    ArrayList<ArrayList<Integer>> stockBuySell(int A[], int n) {

        ArrayList<ArrayList<Integer>> result = new ArrayList<>();

        int i = 0;

        while (i < n - 1) {

            while (i < n - 1 && A[i + 1] <= A[i]) {

                i++;

            }

            if (i == n - 1) {

                break;

            }

            int buy = i++;

            while (i < n && A[i] >= A[i - 1]) {

                i++;

            }

            int sell = i - 1;

            ArrayList<Integer> pair = new ArrayList<>();

            pair.add(buy);

            pair.add(sell);

            result.add(pair);

        }

        return result;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.print("Enter the number of days (N): ");

        int n = sc.nextInt();

        int[] A = new int[n];

        System.out.print("Enter the stock prices: ");

        for (int i = 0; i < n; i++) {

            A[i] = sc.nextInt();

        }

        stockBuyAndSell solution = new stockBuyAndSell();

        ArrayList<ArrayList<Integer>> result = solution.stockBuySell(A, n);

        if (result.isEmpty()) {

            System.out.println("No Profit");

        } else {

            System.out.println("The buy-sell pairs are:");

            for (ArrayList<Integer> pair : result) {

                System.out.println(pair.get(0) + " " + pair.get(1));

            }

        }

        sc.close();

    }

}
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**Time complexity: O(n)**

**4. Remove duplicates in a sorted array:**Given a **sorted** array**arr.** Return the size of the modified array which contains only distinct elements.  
*Note:*  
1.Don't use set or HashMap to solve the problem.  
2. You **must** return the modified array **size only**where distinct elements are present and **modify** the original array such that all the distinct elements come at the beginning of the original array.

**Examples :**

**Input:** arr = [2, 2, 2, 2, 2]

**Output:** [2]

**Explanation:** After removing all the duplicates only one instance of 2 will remain i.e. [2] so modified array will contains 2 at first position and you should **return 1** after modifying the array, the driver code will print the modified array elements.

**Input:** arr = [1, 2, 4]

**Output:** [1, 2, 4]  
**Explation:** As the array does not contain any duplicates so you should return 3.

**Constraints:**  
1 ≤ arr.size() ≤ 105  
1 ≤ ai ≤ 106

**Program:**

import java.util.List;

import java.util.ArrayList;

import java.util.Scanner;

class removeDuplicatesInSortedArray {

    // Function to remove duplicates from the given list

    public int remove\_duplicate(List<Integer> arr) {

        if (arr.size() == 0) {

            return 0;

        }

        int j = 0;

        for (int i = 1; i < arr.size(); i++) {

            if (!arr.get(i).equals(arr.get(i - 1))) {

                j++;

                arr.set(j, arr.get(i));

            }

        }

        return j + 1;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.print("Enter the size of the array: ");

        int n = sc.nextInt();

        List<Integer> arr = new ArrayList<>();

        System.out.println("Enter the elements of the array: ");

        for (int i = 0; i < n; i++) {

            arr.add(sc.nextInt());

        }

        removeDuplicatesInSortedArray solution = new removeDuplicatesInSortedArray();

        int uniqueCount = solution.remove\_duplicate(arr);

        System.out.println("Number of unique elements: " + uniqueCount);

        System.out.println("Array after removing duplicates: " + arr.subList(0, uniqueCount));

        sc.close();

    }

}
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**Time complexity: O(n)**

**5.Wave Array**

Given a sorted array arr[] of distinct integers. Sort the array into a wave-like array(In Place). In other words, arrange the elements into a sequence such that arr[1] >= arr[2] <= arr[3] >= arr[4] <= arr[5].....  
If there are multiple solutions, find the lexicographically smallest one.

Note: The given array is sorted in ascending order, and you don't need to return anything to change the original array.

Examples:

Input: arr[] = [1, 2, 3, 4, 5]

Output: [2, 1, 4, 3, 5]

Explanation: Array elements after sorting it in the waveform are 2, 1, 4, 3, 5.

Input: arr[] = [2, 4, 7, 8, 9, 10]

Output: [4, 2, 8, 7, 10, 9]

Explanation: Array elements after sorting it in the waveform are 4, 2, 8, 7, 10, 9.  
  
Input: arr[] = [1]  
Output: [1]

Constraints:  
1 ≤ arr.size ≤ 106  
0 ≤ arr[i] ≤107

**program:**

import java.util.Scanner;

public class waveArray {

    public static void waveConvert(int[] arr) {

        int i = 0, j = 1;

        while (i < arr.length && j < arr.length) {

            int temp = arr[i];

            arr[i] = arr[j];

            arr[j] = temp;

            i += 2;

            j += 2;

        }

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.print("Enter number of elements: ");

        int n = sc.nextInt();

        int[] arr = new int[n];

        System.out.println("Enter elements:");

        for (int i = 0; i < n; i++) {

            arr[i] = sc.nextInt();

        }

        waveConvert(arr);

        for (int i = 0; i < n; i++) {

            System.out.print(arr[i] + " ");

        }

        sc.close();

    }

}

![](data:image/png;base64,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)

Time Complexity: O(n)

**6.Coin change**

Given an integer array coins[ ] representing different denominations of currency and an integer sum, find the number of ways you can make sum by using different combinations from coins[ ].   
Note: Assume that you have an infinite supply of each type of coin. And you can use any coin as many times as you want.  
Answers are guaranteed to fit into a 32-bit integer.

Examples:

Input: coins[] = [1, 2, 3], sum = 4

Output: 4

Explanation: Four Possible ways are: [1, 1, 1, 1], [1, 1, 2], [2, 2], [1, 3].

**Program:**

import java.util.\*;

class coinChange{

    public static int minCoins(int[] coins, int sum) {

        int[] dp = new int[sum + 1];

        Arrays.fill(dp, Integer.MAX\_VALUE);

        dp[0] = 0;

        for (int coin : coins) {

            for (int i = coin; i <= sum; i++) {

                if (dp[i - coin] != Integer.MAX\_VALUE) {

                    dp[i] = Math.min(dp[i], dp[i - coin] + 1);

                }

            }

        }

        return dp[sum] == Integer.MAX\_VALUE ? -1 : dp[sum];

    }

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        System.out.println("Enter the number of coins:");

        int n = scanner.nextInt();

        int[] coins = new int[n];

        System.out.println("Enter the coin denominations:");

        for (int i = 0; i < n; i++) {

            coins[i] = scanner.nextInt();

        }

        System.out.println("Enter the target sum:");

        int sum = scanner.nextInt();

        int result = minCoins(coins, sum);

        System.out.println("Minimum coins required: " + result);

        scanner.close();

    }

}
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**Time complexity: O(m x sum)**

**7. First and Last Occurrences**

Given a sorted array arr with possibly some duplicates, the task is to find the first and last occurrences of an element x in the given array.  
Note: If the number x is not found in the array then return both the indices as -1.

Examples:

Input: arr[] = [1, 3, 5, 5, 5, 5, 67, 123, 125], x = 5

Output: [2, 5]

Explanation: First occurrence of 5 is at index 2 and last occurrence of 5 is at index 5

**Program:**

import java.util.Scanner;

public class firstAndLastOccurence {

    public static int[] findFirstAndLast(int arr[], int x) {

        int[] result = {-1, -1};

        result[0] = findFirstOccurrence(arr, x);

        result[1] = findLastOccurrence(arr, x);

        return result;

    }

    public static int findFirstOccurrence(int arr[], int x) {

        int l = 0, r = arr.length - 1, first = -1;

        while (l <= r) {

            int mid = l + (r - l) / 2;

            if (arr[mid] == x) {

                first = mid;

                r = mid - 1;

            } else if (arr[mid] < x) {

                l = mid + 1;

            } else {

                r = mid - 1;

            }

        }

        return first;

    }

    public static int findLastOccurrence(int arr[], int x) {

        int l = 0, r = arr.length - 1, last = -1;

        while (l <= r) {

            int mid = l + (r - l) / 2;

            if (arr[mid] == x) {

                last = mid;

                l = mid + 1;

            } else if (arr[mid] < x) {

                l = mid + 1;

            } else {

                r = mid - 1;

            }

        }

        return last;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.print("Enter the number of elements in the array: ");

        int n = sc.nextInt();

        int[] arr = new int[n];

        System.out.println("Enter the elements in the sorted array: ");

        for (int i = 0; i < n; i++) {

            arr[i] = sc.nextInt();

        }

        System.out.print("Enter the element to find: ");

        int x = sc.nextInt();

        int[] result = findFirstAndLast(arr, x);

        System.out.println(result[0] + ", " + result[1]);

    }

}
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**Time Complexity: O (log n)**

**8.Maximum Index**

Given an array arr of positive integers. The task is to return the maximum of j - i subjected to the constraint of arr[i] < arr[j] and i < j.

Examples:

Input: arr[] = [1, 10]

Output: 1

Explanation: arr[0] < arr[1] so (j-i) is 1-0 = 1.

**Program:**

import java.util.Scanner;

class maximumIndex {

    int maxIndexDiff(int[] arr) {

        int n = arr.length;

        if (n == 1) {

            return 0;

        }

        int diff= -1;

        int[] leftMin = new int[n];

        int[] rightMax = new int[n];

        leftMin[0] = arr[0];

        for (int l = 1; l < n; ++l) {

            leftMin[l] = Math.min(arr[l], leftMin[l - 1]);

        }

        rightMax[n - 1] = arr[n - 1];

        for (int r = n - 2; r >= 0; --r) {

            rightMax[r] = Math.max(arr[r], rightMax[r + 1]);

        }

        int i = 0, j = 0;

        while (i < n && j < n) {

            if (leftMin[i] <= rightMax[j]) {

                diff = Math.max(diff, j - i);

                j++;

            } else {

                i++;

            }

        }

        return diff;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.print("Enter the number of elements in the array: ");

        int n = sc.nextInt();

        int[] arr = new int[n];

        System.out.print("Enter the elements of the array: ");

        for (int i = 0; i < n; i++) {

            arr[i] = sc.nextInt();

        }

        maximumIndex solution = new maximumIndex();

        System.out.println("Maximum difference is: " + solution.maxIndexDiff(arr));

        sc.close();

    }

}
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**Time complexity: O(n)**